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**【摘要】**

在项目开发过程中，可能会遇到这种情况: 当我们给一个对象赋值后，修改新变量的数据会导致被赋值对象的数据发生改变，修改一个弹窗中的表格数据，明明点了取消，外面的数据却还是发生了变化。如果我们深刻理解了浅拷贝、深拷贝和赋值的区别后，这一系列问题将会迎刃而解。

**【正文】**

本篇文章将从内存层面上解析JavaScript中的浅拷贝、深拷贝和赋值问题。读了这篇文章，你将能够明白：

1. JavaScript的数据类型有哪些
2. 计算机对这两种数据类型是如何分配内存的
3. 浅拷贝、深拷贝和赋值三者究竟有什么区别

# 、数据类型：简单类型和复杂类型

## 简单类型

简单类型在存储变量时，存储的是值本身，因此也叫值类型。

包含：string，number，boolean，undefined，null等

## 复杂类型

复杂类型在存储变量时，存储的仅仅是一个地址（引用），因此也叫引用类型。

包含：Object，Array，Date等

# 、栈和堆

 值得注意的是JavaScript中并没有栈和堆的概念，在此引入是为了了解代码执行的方式。

## 栈

简单数据类型存放到“栈”中。这种变量的内存由操作系统自动分配释放。例如：函数的参数值、局部变量的值等。

## 堆

复杂数据类型存放到“堆”中。这种变量的内存一般由程序员分配释放，否则由垃圾回收机制回收。

## 图解“栈”和“堆”



# 、两种数据类型的内存分配

## 定义变量



## 图解内存存储



## 总结

### 简单数据类型存放到“栈”中，存的是数值

### 复杂数据类型存放到“堆”中，它首先会在“栈”中存放一个十六进制的地址，然后该地址会指向“堆”中的数据，形成一种“间接引用”的关系。

# 、浅拷贝、深拷贝和赋值

## 浅拷贝





函数调用相当于进行了一次浅拷贝，简单数据类型的“值”会被重新复制一份，修改简单数据类型不会影响“数据源”的值；

复杂数据类型的“十六进制地址”会被重新复制一份，因此它们共用同一个“数据源”，修改这个值将意味着“数据源”的值被修改了。

## 深拷贝





JSON方法内部进行了深拷贝处理，简单数据类型的“值”会被重新复制一份，修改简单数据类型不会影响“数据源”的值；

复杂数据类型会生成一个新的“十六进制地址”，同时在“堆”中被重新复制成一份新数据，因此它们并没有共用同一个“数据源”，修改这个值就不会改变“数据源”的值。

## 赋值

赋值与浅拷贝基本一样，区别在于：浅拷贝会在内存中重新开辟新的空间，简单数据类型会拷贝“值”，复杂数据类型会拷贝“十六进制地址”。

# 、一句话总结

如果一个对象被赋值了，改变新对象的“基本数据类型”或“复杂数据类型”都会影响原对象；

如果一个对象被浅拷贝了，改变新对象的“基本数据类型”，不会影响原对象，改变它的“复杂数据类型”，会影响原对象；

如果一个对象被深拷贝了，改变新对象的“基本数据类型”或“复杂数据类型”都不会影响原对象。